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ABSTRACT: As modern software applications increase, the challenge of addressing security vulnerabilities [1] will 

increase. Generating fixes for these vulnerabilities rely on manual intervention—a process that can be both time-

consuming and difficult to scale. In this paper, we propose an automated approach to CVE fix generation, leveraging 

data from the National Vulnerability Database (NVD) [2], a local vector database for efficient storage, and Generative 

AI to produce relevant fixes based on vulnerability descriptions. Our approach involves first loading all publicly 

available CVE data into a vector database, indexed by CVE ID and metadata for efficient retrieval. When a query for a 

CVE fix is made, then using Generative AI using custom prompts to provide fixes based on the vulnerability 

descriptions stored in the database. The generated solutions are stored back in the database for future use, or for review.  

In the methodology section, we demonstrate how this system can automate the generation of effective CVE fixes in a 

matter of seconds, streamlining a traditionally manual and time-consuming process. With the findings suggest that the 

proposed system can reduce the manual/time consuming effort on the teams while enhancing the speed and accuracy of 

vulnerability remediation 
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I. INTRODUCTION 

 

In the modern digital era, software vulnerabilities have become a persistent threat to both businesses and individuals. 

The CVEs, maintained by the National Vulnerability Database (NVD) [2] systems tracks the publicly disclosed security 

issues. However, as applications become complex and old, the number of CVEs continues to grow significantly. That 

makes challenge for cybersecurity/application teams to manually address each vulnerability in a timely manner. This 

adds delay in the fix and allows the attackers to exploit known vulnerabilities.  

 

Even having vulnerability detection and reporting methods [1], the process of generating and implementing fixes still 

heavily depends on the manual intervention, Sample dependency check report is shown in Fig. 2. Security/Applications 

team analyze the CVE [2] descriptions, understand the nature of the vulnerability/issue, and apply the fix.  

 

In this paper, we explore the process of using Generative AI to automate the CVE fix generation. Our proposed system 

integrates NVD data retrieval, local vector databases for efficient storage, and Generative AI to generate context-based 

patches or configuration fixes. This solution target is to reduce the manual effort required for vulnerability remediation 

and provide an automated and scalable solution. 

 

By loading all available CVE data from the NVD into a vector database, our system allows for quick retrieval based on 

CVE ID and associated metadata. Also, solves the potential downtimes from NVD services if it occurs. Once the 

relevant CVE is identified, Gen AI models can interpret the vulnerability description and suggest potential fixes. These 

fixes can then be stored in the database for future reference or for review. This paper outlines our approach, discusses 

the results of a practical case study, and explores how the system can transform the way we handle vulnerability 

remediation. 

 

II. LITERATURE SURVEY 

 

The Common Vulnerabilities and Exposures (CVE) [1] in the National Vulnerability Database (NVD) plays a critical 

role in software vulnerabilities. The NVD services provide data on vulnerabilities, but generating fixes remains manual 
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and becomes complex as the number of vulnerabilities increases. We can automate the CVE fixes by leveraging 

Generative AI LLMs, like OpenAI’s GPT. 

 

The Vector database is essential in Generative AI RAG models for its ability to quickly retrieve and store large datasets, 

making it ideal for AI-driven systems. These databases help further access CVE data and metadata, supporting the 

automated generation of fixes. Even with AI for vulnerability detection, most frameworks still require human 

intervention to create patches, highlighting current research gaps. This paper addresses that gap by proposing an 

automated system that combines Generative AI and vector databases to automate CVE fix generation, significantly 

improving the speed and efficiency of vulnerability remediation. 

 

III. METHODOLOGY 

 

In this section, we discuss about the key components and steps involved in automating CVE fix generation 

system/application. The goal of this system is to provide effective vulnerability management process by automating the 

CVE fix generation by integrating with, NVD services, vector databases, and Generative AI. Refer to Fig. 1 for the 

architecture. 

 

1. NVD Data Retrieval and Loading 

 In this section, the system loads all the publicly available CVE data as the initial load from the National 

Vulnerability Database (NVD) services using Api key, which includes records from the year 2000 to the latest 

year. Each CVE entry typically includes a unique identifier (CVE ID), a detailed description of the vulnerability, 

its CVSS (Common Vulnerability Scoring System) score, and external references that might point to existing 

patches or mitigation strategies. 

 Once the data is retrieved, it is parsed and organized into structured formats such as JSON. The parsed data is then 

loaded into a local vector database for efficient storage and retrieval. This database uses tokens to organize the 

data, allowing for quick searches based on CVE ID, metadata tags (such as severity and affected software), and the 

original vulnerability description.  

 Also, the system will have capability of loading delta updates using timestamp from NVD services to make sure 

the CVE data is up to date in the vector database. 

 

2. Querying the Database for Fix Generation 

 When a security/application team or automated process queries the system for a specific CVE, the relevant 

information is retrieved from the vector database. The user can search by CVE ID or by keywords associated with 

the vulnerability’s description. Once the query returns the relevant data, the system extracts the original description 

and associated metadata, which serves as input for the next phase: fix generation. 

 

3. Fix Generation Using Generative AI 

 To automate the fix generation process, we employ a Generative AI model specifically trained to generate context-

based solutions. The model takes the CVE description and metadata as input and generates potential remediation 

steps. These steps may include code patches for software flaws, configuration adjustments, or general mitigation 

strategies. 

 The AI is fine-tuned to recognize patterns from previously resolved CVEs and generate solutions that are relevant 

to the current vulnerability. For instance, in the case of a buffer overflow vulnerability, the AI might suggest code 

to improve input validation or limit buffer sizes. 

 

4. Storing and Refining Generated Fixes 

 Once the AI generates a proposed fix, the solution is stored in the vector database alongside the original CVE 

entry. This allows for the fix to be quickly retrieved in future queries and compared to solutions for similar 

vulnerabilities. The system also keeps track of the confidence score of the AI-generated fix, indicating how reliable 

the solution is based on prior learning. 

 In addition to automated fixes, security/application teams can review and manually adjust the generated solutions. 

This feedback is then used to refine the AI model, continuously improving its ability to generate accurate fixes. 
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5. Feedback and Continuous Improvement 

 The system’s ability to improve over time is a key feature. Feedback from human experts is used to evaluate the 

quality and applicability of the AI-generated fixes. By incorporating this feedback into the model’s training 

process, the system can refine its understanding of vulnerabilities and produce more accurate fixes in the future. 

 

IV. EXPERIMENTAL RESULTS/FIGURES 

 

Figures shows the architecture and sample results. 

 
Fig. 1. Architecture of Automating the generation of NVD CVE fixes using Generative AI and RAG 

 

As shown in Fig. 1, the following are the steps involved in Automating the generation of NVD CVE fixes using 

Generative AI.  

1. Get all NVD CVE issues by calling the NVD API/Service. This process will run periodically for up-to-date CVE 

issue data from the NVD service. 

2. Persist NVD CVE issues in a Vector Database with the CVE issue ID as a unique identifier and other additional 

data as metadata. Sample output is shown in Fig. 3. 

3. Get the dependency vulnerabilities/CVE issues from software applications such as Java, NodeJS, Python, PHP, and 

many more. 

4. Check if the given CVE issue is available in Vector Database. 

5. If the CVE issue is found in Vector DB, then CVE fix Generation (Gen AI Model) will pass the CVE ID and CVE 

metadata to LLMs (text-based) to generate the content for the CVE fix. The fix will be stored in Vector Database 

for the future use/review process. Sample output is shown in Fig. 4. 
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Fig. 2. Dependency vulnerabilities sample report 

 

 
 

Fig. 3. Total NVD CVE records inserted in Vector Database 
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Fig. 4. CVE fix generation using Generative AI + LLM + Vector Database (RAG) 

 

V. CONCLUSION 

 

In this paper, we proposed an automated system for generating CVE fixes using Generative AI and vector databases, 

offering a scalable solution to address the growing number of software vulnerabilities. By leveraging data from the 

National Vulnerability Database (NVD) and using Generative AI models to generate CVE fixes, our system reduces the 

dependency on manual interventions, which are often time-consuming and difficult to scale. Through a case study/poc, 

we demonstrated how the system can retrieve CVE data, generate appropriate fixes in seconds, and store these solutions 

for future use. This approach significantly streamlines a traditional manual process, enabling security/application teams 

to respond faster to potential threats and improve the overall accuracy of their vulnerability remediation efforts. 

 

Overall, this system represents a significant step toward automating the cybersecurity landscape, offering a practical 

solution for addressing the increasing demands of vulnerability management in modern software environments. 

 

REFERENCES 

 

1. Mahidhar Uppala, “Reporting” in "Finding Dependency Vulnerabilities in Software Applications with CI/CD 

Integration" TechRxiv, 2024. https://doi.org/10.36227/techrxiv.172114411.13851660/v1 

2. NVD and CVE in “https://nvd.nist.gov/general/cve-process” 

http://www.ijirset.com/


 


